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Abstract  


This work deals with the topic of comparison of influence of monolithic and microservice 
 architecture on agile projects in the E-Commerce area. The main objective of this work is to 
 compare advantages and disadvantages of monolithic and microservice architectures used 
 on agile projects in the E-Commerce domain and on project roles in development teams.  


The theoretical part first introduces prior related scientific works on which this thesis is 
 based on. Then the relationship is explained between E-commerce solutions and software 
 architecture. Afterwards, important terms related to the testing process and infrastructure 
 are described, followed by introduction of project roles on an agile development team. The 
 last chapter of the theoretical part then shows two real cases of migration to microservices, 
 one positive and one negative.  


The practical part of this work starts defining research goals for interviews that are then 
 conducted  with  multiple  experts  on  monolithic  and  microservice  architecture  projects. 


Afterwards, interview findings are analyzed and research questions are answered. Based on 
 information  from  the  theoretical  part  as  well  as  from  interview  answers,  specific 
 architectural  problems  will  be  extracted  and  will  serve  as  areas  of  practical  comparison 
 between monolithic and microservice architectures.  The objective of this work will then be 
 answered in the final discussion that will be based on outputs from all the previous parts.  
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Abstrakt  


Tato  práce  se  zabývá  tématem  rozdílu  vlivu  softwarové  architektury  monolitické 
 a mikroslužeb na agilních projektech v oblasti E-Commerce.  Hlavním cílem této práce je 
 porovnání výhod a nevýhod použití těchto dvou architektur na agilních projektech v oblasti 
 E-Commerce a pro projektové role ve vývojářských týmech. 


Teoretická část práce nejprve čtenáře seznámí s již vytvořenými vědeckými pracemi, z nichž 
 pak tato práce vychází. Následně je vysvětlen vztah mezi různými řešeními E-Commerce 
 a softwarovými  architekturami.  Poté  jsou  popsány  důležité  termíny  z oblasti  procesu 
 testování  a  infrastruktury.  Dále  je  pak  představeno,  jaké  role  se  na  agilních  vývojových 
 týmech  vyskytují.  V poslední  části  teoretické  práce  jsou  představeny  dva  reálné  příklady 
 migrace na architekturu mikroslužeb. První ukázka je pozitivní, druhá zas negativní.  


Praktická  část  začíná  nadefinováním  výzkumných  cílů  rozhovorů,  které  jsou  následně 
 provedeny s experty na projekty používající monolitické a mikroslužební architektury. Poté 
 jsou  odpovědi  rozhovorů  zanalyzovány  a  výzkumné  otázky  zodpovězeny.  Na  základě 
 informací z teoretické části a z rozhovorů jsou vytvořeny oblasti pro praktické porovnání 
 mezi zmíněnými architekturami. Cíl práce je zodpovězen v následné diskuzi, která využívá 
 veškeré informace získané z předešlých částí práce. 
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1 Introduction 


Over the last decades, offering services and products over the Internet has gradually become 
 almost just as common as any other prior type of retail methods. For illustration, worldwide 
 sales of e-commerce have risen from $1.3 trillion in 2014 to $4.9 trillion in 2021 (Kerick, 
 2019). Naturally, sellers have strived to stay ahead of competition as well as to expand their 
 businesses as much as possible. Accordingly, their methods needed to develop to be able to 
 fulfil  these  goals.  Many  of  these  businesses  decided  to  take  the  path  of  technological 
 improvement  to  reach  their  desired  growth.  As  multiple  technical  solutions  needed  to 
 materialize, software projects and software development teams came to play. These days, 
 there are many known methodologies how to develop and manage a software product. As 
 has  the  domain  of  software  development  evolved  over  the  past  years,  some  of  those 
 methodologies are already being considered archaic, overshadowed by new trends. Such is 
 the  case  of  monolithic  and  microservice  architectures.  Not  that  microservices  would  be 
 a brand-new trend, in fact their highest boom was in 2014 (Huang, et al., 2018), but they 
 are  considered  by  many  as  a  possible  successor  of  the  previous  software  architectural 
 standard that was the monolith.  


Another trend in the software development has become these days the agile development 
 methodology (Burger, 2018). This was a shift from the classical ‘waterfall’ approaches that 
 dominated  in  the  decades  before.  The  connection  between  project  management  and 
 development  teams  are  tightly  linked  when  it  comes  to  the  influence  that  software 
 architectures have on their processes and daily routines (Watkins, 2019). This creates an 
 interesting  area  of  study  that  every  project  manager  and  project  team  leader  should  be 
 aware of. 


The principal reason why the author chose this topic for his master thesis is that he has had 
 already  quite  some  experience  working  on  both  classical  and  agile  projects  in  the  E-
 commerce area, using both monoliths and microservices at some points. But he has never 
 had the opportunity to explore the details and mutual connections of project and software 
 elements.  


The main objective of this work is to present recommendations of areas and conditions, 
 when  usage  of  each  of  these  two  architectures  is  more  suitable  (chapter  5).  A  partial 
 objective of this work is to explain common issues and solutions to them in the architectural 
 problems and solutions chapter (chapter 4). 


The first part of this work aims to set the background for all the future research in this work. 


It begins with setting up the knowledge base ground by introducing related scientific works 
(chapter  2.1).  Afterwards  follows  the  description  of  theoretical  aspects  of  E-Commerce 
(chapter  2.2),  software  architectures  (chapter  2.3),  testing  process  (chapter  2.4), 
infrastructure (2.5), agile software projects and roles on project teams (chapter 2.6). The 
last  chapter  of  the  theoretical  part  shows  two  real  cases  of  migration  from  monolith  to 
microservices (chapter 2.7), the first of them positive and the second negative. 



(10)The practical part is composed of two parts (chapter 3 and 4), before the goal of this work 
 is answered in the final discussion (chapter 5). To get deeper insight into the examined area, 
 interviews  were  conducted  with  multiple  professionals  with  experience  using  both 
 monolithic and microservices architectures (chapter 3). Research goals were defined that 
 the respondent answers seek to clarify at the end of data analysis. Information gathered in 
 the  analytical  part  (chapter  2)  and  interview  responses  (chapter  3)  is  used  to  derive 
 architectural aspects for practical comparison based on related problems and solutions to 
 them (chapter 4). High emphasis is put on demonstrating examples for all the discussed 
 problems. For that reason, two sample e-shop applications were designed and written. One 
 implemented  as  a  monolith  and  the  second  following  the  microservice  architecture 
 approach, in order to be able to discuss multiple aspects from deeper technical level.  


In  the  final  discussion  (chapter  5),  composed  of  three  parts,  the  goal  of  this  work  is 
 answered. The conclusion of this work (chapter 6) then summarizes the findings together 
 with  implications  of  this  thesis  and  suggests  themes  for  follow  up  studies  that  could 
 potentially extend this work research. 


In  this  thesis,  we  will  define  multiple  E-commerce  solutions,  different  software 
architectures, technical and agile project terms and much more. It is therefore necessary to 
limit  the  scope  of  this  work.  The  domain  of  comparison  is  E-commerce,  but  due  to  its 
broadness the domain will be narrowed down to e-shop as an E-commerce subtype (chapter 
2.2.1). The main focus of this thesis is on monolithic and microservice architectures used on 
projects  following  agile  methodology.  Regarding  project  roles,  focus  is  set  on  the  role 
Product Owner, Enterprise and Solution architects, and Software Developer. The reason for 
that is their range of competencies that generally covers broader areas, offering wider range 
of interview questions they can be asked (chapter 3). Solutions for examined architectural 
problems in chapter 4 will be a limited list of recommendations, as there are surely more 
possible solutions for the discussed issues. Similarly, there are many more issues that could 
and should be investigated, described further in the conclusion of this work (chapter 6). 
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2 Background 


In this first chapter, previous related studies on the subject will be discussed, followed by 
 basic  terminology  that  will  set  the  base  ground  for  all  the  upcoming  research  in  next 
 chapters.  Similarly,  these  terms  will  help  us  understand  the  connections  between  E-
 Commerce and software architectures. 


Initially, several related works in technical and project management areas will help support 
 determine interesting and support interesting problems for future architectural comparison 
 (chapter 2.1). Afterwards, E-Commerce term will be defined together with different kinds 
 of  solutions there  are  to  be  found on  the  market  (chapter  2.2). Next, we  will  see  what a 
 software  architecture  is  and  what  kinds  of  architecture  software  solutions  may  follow, 
 besides  those  two  focused  on  in  this  work  (chapter  2.3).  Testing  is  an  essential  part  of 
 software project lifecycle (more thoroughly described in chapter 2.6.2) and as such we will 
 distinguish  this  term  within  the  scope  of  this  thesis  (chapter  2.4).  Infrastructure  is  an 
 inseparable part of software development process. For that reason, its most important parts 
 and  tools  will  be  specified  (chapter  2.5).  As  the  project  management  is  an  equal  part  of 
 comparison  in  this  work,  next  term  defined  will  be  the  nature  of  agile  projects  and  the 
 project roles that occur in agile software development methodology (chapter 2.6). Lastly, 
 real world microservice products will be illustrated to depict how migration from monolith 
 helped the company to improve their business (chapter 2.7.1). Equally, an example of failed 
 microservice migration will be mentioned, in order to demonstrate that latest trends do not 
 necessarily need to improve situations (chapter 2.7.2). 



2.1 Related work 


The chosen aspects of software architecture, as the main subject of final comparison, are 
 based  on  previously  written  studies.  These  studies  focus  on  either  technical  or  project 
 perspective  of  our  subject.  Chosen  aspects  to  compare  are  those  found  most  enthralling 
 based on the findings in these studies. 


This subchapter is divided into two parts. First part is dedicated to works that relate to more 
 technical subjects (chapters 2.1.1, 2.1.2, and 2.1.3). The second part then discusses works 
 that correlate with the project management point of view (chapters 2.1.4 and 2.1.5). Each 
 work has been discussed in distinct subchapter, for terms of clearer referencing later in this 
 work.  


Firstly, let us discuss works that will serve as cornerstones for the technical perspective. 



(12)2.1.1 From monolithic systems to Microservices: An assessment 
 framework 


Work of Auer et al. has the objective to create a decision support framework for companies 
 that  would  like  to  migrate  from  monolithic  system  to  microservices  (Auer,  et  al.,  2021). 


Their framework was grounded based on answers from interviews with professionals and 
 included perspectives as seen in the following table. 


Tab. 2.1.1 Assessment framework for migration from  monolithic system to microservices  (source: 


(Auer, et al., 2021)) 



(13)In the framework, we can see technical perspectives such as performance, reliability, and 
 maintainability. But we can likewise recognize perspectives that are closely related to the 
 project management: cost and development process. Several of mentioned measures and 
 metrics  are  linked  to  the  design  (code  complexity,  patterns,  coupling,  and  component 
 responsibilities)  and  others  to  dependence  on  infrastructure  (deployment,  necessary 
 resource allocation). Handful of these metrics will be, therefore, studied as well in following 
 chapters of this thesis. 


2.1.2 Identifying  architectural  technical  debt,  principal,  and  interest  in 
 microservices: A multiple case study 


De Toledo et al. examine in their paper the problem of Architectural Technical Debt (ATD) 
 (de  Toledo,  et  al.,  2021).  This  term  stands  for  sub-optimal  decisions  made  by  software 
 architects that are beneficial in the short term, but increase the overall costs in the long run. 


Identification of these debts is an important task, as among the consequences might be for 
 example  slowing  down  new  functionalities,  thus  increasing  their  costs.  The  research 
 methodology in the work is an exploratory multiple-case study that aims to identify the most 
 common  and  critical  ATD  issues,  interests,  and  principals  in  systems  designed  as 
 microservices.  The  examined  systems  were  either  in  the  initial  stage  of  design  as 
 microservices,  or  were  migrated  from  old  solutions  such  as  monoliths,  or  were  already 
 consolidated using microservice approach and were at the moment being maintained and 
 evolved. Next step was then performing interviews with experienced employees in different 
 roles, asking them about problems they see with their systems. Example of the results of 
 their analysis can be seen in the following figure. 


Figure  2.1.1  Transforming  quotations  from  practitioners  into  codes  through  open  coding,  and 
 classifying them into categories, source (de Toledo, et al., 2021). 


The researchers then found relationships between the codes and the categories in the figure 
above. 



(14)Figure 2.1.2 Identifying the relationship among debt, interest and principal (de Toledo, et al., 2021). 


The relationship from the figure above shows us that the codes of interest and principal are 
 the consequences of a poor solution design (ATD). This identified debt was called in the 
 study Unplanned data sharing and synchronization among services, consisting of two sub-
 debts:  Sharing  persistence  and  database  schema  and  Unplanned  database 
 synchronization. It is only one of 12 architectural debts that the researchers found common 
 among the examined microservice systems. However, database design is one of the aspects 
 that this thesis will compare between microservice systems and monoliths. The mentioned 
 database sub-debts will be also discussed later on. 


2.1.3 Design,  Monitoring,  and  Testing  of  Microservices  Systems:  The 
 Practitioners’ Perspective 


Research of Waseem et al. studies design, monitoring, and testing of microservice systems 
 in the industry (Waseem, et al., 2021). Microservice architecture is the main subject of their 
 work, but comparison with monolithic approach is also included in several occasions. They 
 interviewed six microservice practitioners from five different countries. These were asked 
 about  the  way  how  they  design  their  systems,  as  well  as  about  how  they  carry  out 
 monitoring, testing, and deployment of microservice. Outcome of their research regarding 
 design  was  that  many  organizations  use  a  combination  of  Domain-Driver-Design  and 
 business capability strategies (term Domain-Driver-Design will be explained in following 
 chapters).  


The  authors  identified  two  main  design  challenges:  how  to  define  boundaries  of 
 microservices and how to manage their complexity. Monitoring discussion then included 
 the metrics, practices, tools, as well as related particular challenges. However, we will not 
 discuss  monitoring  in  this  thesis.  Discussion  about  testing  then  revealed  that  most 
 commonly  used  testing  strategies  are  unit  tests,  end-to-end  tests,  and  integration  tests. 


According to their findings, there is no specific testing technique designed or used only for 
 microservice  systems.  Instead,  both  microservices  and  monoliths  use  the  same  testing 
 strategies, the difference is in the realization as well as in problems of each strategy for the 
 particular architecture. 


The following works relate to the project management comparison perspective. 



(15)2.1.4 Examining  decision  characteristics  &  challenges  for  agile  software 
 development 


Article  of  Drury-Grogan  et  al.  studies  challenges  of  decision  making  on  agile  software 
 development projects (Drury-Grogan, et al., 2017). They performed an in-depth exploratory 
 case study using a team that applied agile methodology in a very complex environment. This 
 team had used Scrum for 2 years and during the study period, they provided access to the 
 researchers to all their ongoing documentation and allowed them to observe and interview 
 team  members  regarding  their  decision  making.  Their  findings  from  the  study  included 
 following decision-making problems: 


•  Decisions tend to repeat past problems. The same tasks are often given to the same 
 people  as  they  have  ‘already  done  it  and  can,  therefore,  do  it  again  quickly’.  The 
 implications are then that, firstly, the same problems are repeated over again. And 
 secondly,  know-how  is  not  sufficiently  spread  across  the  team  as  other members 
 may have never done a specific task, although they are equally responsible for it. 


•  Experienced  employees  have  far  too  much  more  decision  priority  over  less 
 experienced colleagues than they should have 


•  Decision  mistakes  due  to  lacking  communication  between  developers  and  the 
 customer  when  the  customer  interacts  with  the  development  team  only  through 
 their business analyst 


•  Ad hoc decisions made during mid-iteration (such as hotfixes for example) interfere 
 too much with the iteration plan and more importantly, are not sufficiently tracked 
 or documented 


•  Poor communication and lacking documentation hinder good decision making. Poor 
 communication  in  this  case  means  that  decision  reasons  are  far  too  often 
 communicated via emails between specific people. As a result, the rest of the team 
 does not have any track of it. 


From these issues we can derive following areas: insufficiently handled communication and 
 documentation.    Other  areas  could  be  possibly  derived  as  well,  but  communication  and 
 documentation problems could be more closely related to the project team structure; hence, 
 these  areas  could  be  examined  more  closely  in  this  thesis  for  their  possible  ties  with 
 architecture decisions. 


2.1.5 Evaluation of Motivating and Requiring Factors for Milestones in IT 
 Projects 


The  work  of  Sunmola  studies  what  factors  influence  the  most  the  creation  of  project 
milestones (Sunmola, 2020). Milestone are useful tools for project management, allowing 
the project team as well as stakeholders to monitor and access if the progress done goes as 
planned.  The  importance  of  mentioned  work  for  this  thesis  does  not  lie  in  factors  that 
influence the creation of milestones, but rather in the definition what milestones are and 
what kind of milestones we could use for our comparison. The following table depicts what 
types of milestones there can be usually find in projects. 



(16)Tab. 2.1.2 Summary of milestone types (Sunmola, 2020) 


Type of milestone  Description 


Anchor point milestone 


This typifies points for concurrent activities in a 
 project  for  synchronizing,  stabilizing,  and 
 assessing risk. 


Completion and approval milestone 


This  typifies  the  completion  of  a  requirement 
 and the approval of the completed requirement. 


And  example  is  integration  of  completed 
 milestone. 


Decision milestone 


This  is  oriented  towards  decision  points  or 
 gateways and associated guidance, such as a) Go 
 No-go  2)  Process  or  not,  and  c)  Directional 
 guidance. 


Incremental vs iterative milestone 


This  type  of  milestone  represents  relations 
 between milestones and their underlying tasks 
 either as iterative or incremental development. 


Management milestone 


This  type  is  used  for  management 
 requirements, such as monitoring, control, and 
 audit of IT projects. 


Mini / micro / major / primary / secondary / 
 critical milestone 


Represents  the  impact,  significance,  and  how 
 critical the milestone is. 


Release milestone 


Focuses on release management, especially on 
 product  delivery.  Does  not  represent  feature 
 workflow. 


Communication,  updates,  and  report-oriented 
 milestone 


Includes tasks related to communication plans 
 and reporting. 


Soft vs hard milestones 


Soft  deadlines  are  those  serving  as  motivation 
 for  the  development  team  and  interim 
 evaluation  team.  Hard  deadlines  are  then 
 contractually  agreed  upon  dates  for  the 
 submittal of deliverables. 


Software  development  lifecycle  stage 
 transitions 


Focuses on the phases of Software Development 
Lifecycle,  such  as  planning,  requirements, 
design, development, testing, deployment, and 
maintenance.  Emphasis  is  put  on  setting  the 
event points at the phases e.g., start and end of 
coding,  start  and  end  of  iteration  etc.  These 
milestones  typically  mark  transitions  between 
development lifecycle stages. 
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This milestone is associated with the process of 
 making  something  physically  more  secure  or 
 stable,  marking events at  which aspects of the 
 IT project is unlikely to change, fail, or decline. 


Technology milestone 


This  milestone  is  often  directed  at  technology 
 intensive  projects,  marking  technology  break-
 through  in  IT  projects.  Such  milestones  also 
 feature in hardware system life0cycle events. 


This table provides a wide range of means, how one can classify their milestones, based on 
 their  specific  needs.  For  purposes  of  this  work,  as  the  agile  software  development 
 methodology is selected, following milestones types will be considered. Both soft and hard 
 milestones  will  be  used  and  their  significance  specified.  Similarly,  both  incremental  and 
 iterative milestones will be discussed as agile projects typically use combination of both, as 
 described in a respective subchapter dedicated to Agile projects. 



2.2 E-Commerce 


The  term  E-Commerce  can  be  generally  defined  as  a  way  of  selling  goods  and  services 
 among individuals, companies and governments using the internet. It also includes all the 
 related  transfer of data and  finances  providing these  transactions.  E-Commerce  is  along 
 with E-Learning (a term standing for distance digital education) a part of E-Business. The 
 main difference between E-Business and E-Commerce is that E-Business covers all aspects 
 related  to  online  business,  whereas  E-Commerce  focuses  specifically  on  the  exchange  of 
 goods and services (Zande, 2020). 


2.2.1 Types of E-Commerce 
 1)  Business to Consumer (B2C) 


The most common form of E-Commerce where goods and services are sold to individuals 
 as  end-users of this business  scheme, without  any  middle person.  Online  B2C  became  a 
 threat to traditional retailers that profited from adding a markup to the price. However, 
 retailers  developed  as  well  and  companies  like  Amazon  or  eBay  became  online  retail 
 hegemons.  E-Shops discussed in this work belong to this category.  


Here is a list of the most common B2C business models (Kenton, 2021): 


A)  Direct  sellers  -  A  simple  model,  where  customers  buy  products  owned  by  the 
 website proprietor.  


B)  Online intermediaries - Purchasers browse websites and buy products which 
 are, however, not owned by the website proprietor. Instead, these websites bring together 
 and facilitate transactions between third parties. 


C)  Advertising-based B2C - This model stands on offering free content on a website 
 while also presenting advertisements to third party websites which sell goods or services. 


Many media sites use this model, as high traffic is an essential condition. 



(18)D)  Community-based  -  Social  networks  and  other  websites  focused  on  building 
 large communities help marketers and advertisers to better target their customers using 
 collected demographic and behavioral data as well as their geographical location. 


E)  Fee-based - All the content on a website or a part of it is only available  to the 
 visitor after paying the access fee in a form of a subscription. This model is often used by 
 online newspapers and by entertainment websites such as Netflix. 


1)  Business to Business (B2B) 


In contrast with B2C, Business to Business concentrates on transactions among companies 
 or organizations, rather than on transactions between an enterprise and an individual. An 
 example could be a website of a wholesaler offering products to retailers. The emphasis is 
 made on logistics and security the deal instead of winning the customer as it is with B2C. 


B2B is the oldest form of E-Commerce as it is often utilized as a method for supply-chain 
 systems.  These  days,  requirements  for  B2B  systems  tend  to  be  somewhat  lower  than 
 requirements for B2C systems, as the B2B customer is usually known in advance. 


There are two general B2B models (Gumperz, 2012): 


A)  Vertical B2B  -  A  vertical-specific  B2B  implies  trading  between  two  or  more 
 companies  in  the  same  industry.  To  illustrate,  an  automobile  manufacturer  can  have  a 
 microchip supplier and a car retailer can have a deal with this manufacturer. 


B)  Horizontal B2B - Occasionally also called cross-industry B2B, horizontal pattern 
 serves for creating platforms to bring sellers and purchasers together.  The website itself 
 works as an intermediary as its owner does not own or sell the products. 



2.3 Software architecture 


Software architecture can be defined as a process of converting software characteristics such 
 as flexibility, scalability, feasibility, reusability, and security into a structured solution that 
 meets  the  technical  and  the  business  expectations  (Aladdin,  2018).  In  other  words,  a 
 product owner (described in chapter 2.6.3) of a current or future software product specifies 
 requirements.  These  requirements  are  then  derived  by  a  specialist  known  as  Software 
 architect  into  a set  of  software  characteristics.  These  characteristics  are  essential  for  the 
 software  design.  This  chapter  is  divided  into  two  parts.  First,  essential  terminology  is 
 examined (chapter 2.3.1), followed by several different types of architectures (chapter 2.3.2) 
 among which two are the subjects of this thesis. 


2.3.1 Important terms 


Before we look at different architecture approaches, there are several important terms than 
should be explained, as they are used at multiple places in this work. 
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Domain driven design (DDD) is a software development approach that aims to make easier 
 the development of complex applications by connecting the related pieces of the software 
 into an ever-evolving model (Airbrake - A LogicMonitor Company, 2017). Domain can be 
 understood  as  the  area  of  knowledge  and  activity  around  which  the  application  logic 
 resolves.  


There are three main principles DDD focuses on: 


1.  Focus on core domain and domain (business) logic. 


2.  Base complex designs on models of the domain. 


3.  Constant  improvement  of  application  model  resolving  domain-related  issues  by 
 collaboration with domain experts. 


This approach then brings the following benefits: 


1.  Easier  communication  within  the  development  team  across  the  whole 
 development  lifecycle.  For  example,  every  developer  is  forced  to  use  official 
 terminology instead of ‘technical jargon’. 


2.  Flexibility - Almost everything within the domain model is supposed to be modular 
 and encapsulated in objects. This allows regular and continuous improvement to the 
 system and its components. 


3.  Domain over interface: Prioritization of domain over aspects like UI makes the 
 product more relevant to the targeted audience.  


On the other hands, DDD has also drawbacks and may not be suited for certain projects: 


1.  Needed  a  lot  of  expertise  from  domain  experts  –  if  there  is  nobody  who  knows 
 perfectly all business points, this approach cannot be implemented. 


2.  Needed  iterative  project  methodology  –  DDD  does  not  work  well  on  classical 
 software methodologies, such as waterfall. 


3.  Not intended for projects where technical solutions are much more important than 
 domain knowledge. 


Conway’s law 


Applied to the software development, Conway’s law states that architecture designs reflect 
 the  communication  structure  of  the  designing  companies.  Several  experiments  were 
 conducted  to  prove  this.  In  one  such  experiment,  several  different  teams  were  asked  to 
 develop software serving the same purpose.  In teams that were tightly coupled, the final 
 product was more monolithic-like tightly-coupled. Whereas in loosely coupled teams, the 
 software had more modular and decomposed code bases (Newman, 2014). 


As a result, many companies like Netflix or Amazon try to organize their internal structure 
 in the way how they want their products to look like. They organize their development teams 
 to be in smaller size, responsible for specific parts of the overall system. This gives the teams 
 more independence and as a result, these applications with independent concerns grow and 
 evolve more rapidly, making deliveries to production faster. 


Quality attributes 


Components in software architectures possess certain Quality attributes. Quality attributes 
 are  realized  non-functional  requirements  used  to  evaluate  the  performance  of  a  system. 


These  are  sometimes  named  "ilities"  after  the  suffix  many  of  the  words  share.  They  are 
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 (Ashanin, 2018).  


Here will be described the most “ilities” that are mentioned in this work: 


•  Maintainability: defines how easy is code to modify or extend 


•  Scalability:  defines  how  well  an  application  meets  the  pressure  caused  by 
 increasing usage. That means without slowing down or failing. 


•  Extensibility: measure of ability to extend a system and how much effort would it 
 take to do it. 


•  Availability (Reliability): how long a system is up and how long can a system run 
 between failures. 


•  Reusability: certain design features allow extension of systems by reusing some of 
 their  (or  some  other  system’s)  existing  pieces.    Such  features  are  for  example 
 modularity, generics or parametrization. 


2.3.2 Types of software architecture 


There  are  numerous  software  architecture  patterns.  Architectural  patterns  are  general, 
 reusable solutions to common software design problems. Architectural patterns are in some 
 ways similar to software design pattern, but have much broader scope. In this chapter, four 
 software architecture patterns will be briefly described, but for the purpose of this work only 
 two  of  them  will  be  discussed  closely  later  on;  namely  monolithic  and  microservices 
 architecture. 


Serverless architecture 


Applications  developed  by  this  design  are  reliant  on  3rd  party  backend  as  they  do  not 
 developed  backend  on  their  own.  These  3rd  party  infrastructures  come  in  two  different 
 categories:  either  as  “Backend  as  a  service  (BaaS”  providing  the  full  backend  part  or 


“Functions as a Service” where modular pieces of code are executed (Roberts, 2018). FaaS 
 is  in  many  ways  similar  to  the  Microservices  architecture.  Among  benefits  of  Serverless 
 approach are reduced operational costs, complexity, and lower time spent on architecture 
 design; while downsides are higher dependency on 3rd parties as well as generally more 
 immature  supporting  services.  One  of  the  most  popular  serverless  providers  is  Amazon 
 AWS Lambda. 


Event-driven architecture 


This  architectural  pattern  is  built  on  decoupling  of  so-called  event-producer  and  event-
consumer parts. Event-producers trigger specified events when certain conditions are met 
and event-consumers listen for these events and then execute their part once an event is 
triggered. Event consumers are only interested in specified triggered events, not in their 
producers. Similarly, producers do not know which consumers are listening to the events. 



(21)Figure 2.3.2.1 Event-driven architecture, source: author 
 Monolithic architecture 


Applications  following  the  monolithic  pattern  have  all  their  components  formed  into  a 
 single-tiered program or system that is run on a single platform. Here is a list of common 
 components  within web applications.  These  can be  regularly  found in  different  forms in 
 varied architectures (Richards, 2015): 


●  Presentation  layer  -  This  layer  sometimes  contains  the  User  Interface  of  the 
 application, but it is mostly dedicated to HTTP handling of requests and responses. The 
 responses can be of diverse forms such as HTML, JSON or XML.  


●  Business logic layer - Business or application logic is concerned with retrieval, 
 processing, transformation, management of application data, application of business rules 
 and policies, and ensuring data consistency and validity. Business logic should have as much 
 reusability as possible; meaning that its sub-components should not be dedicated to only 
 certain use cases, but rather contain only logic usable by the application (McGovern, et al., 
 2003). 


●  Database  layer  -  This  layer  facilitates  access  to  persistent  data  of  some  kind 
 stored in database (usually relational) for the application. 


●  Integration layer - Integration with other services (using the REST or SOAP API) 
 or with alternative data sources. 


Microservice architecture 


The idea of microservice architecture (MSA) is based on having a number of independent, 
 loosely coupled modules (services), each performing unique specific tasks or simply being 
 assigned to a certain problem area. These particular services can execute their tasks alone 
 or call each other when needed. In any case, a predefined API of the whole modular system 
 is required as a fundamental prerequisite of this pattern.  


Another feature of this architecture is a demand for each service to have its own ‘private’ 


database in order to better fulfil the loose coupling condition. This comes in opposition to 
shared databases used in monolithic applications. 



(22)Figure 2.3.2.2 describes a simplifying image of a microservices application example: 


Figure 2.3.2.2 Application based on microservices, source: author 


The following illustrative example shows a microservices design for a general e-commerce 
 application. 


Figure 2.3.2.3 Example of a general e-commerce application design, source: (Haq, 2018). 
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 into the following components: 


1.  Front end - Part of the application running on client’s web browsers and mobile 
 devices.  This  component  usually  includes  both  user  interface  and  client-side  application 
 logic. 


2.  Primary  shopping  service  -  Back-end  module  managing  the  state  of  the 
 customer’s  session.  Receives  requests  from  the  application  front-end  and  calls  other 
 modules based on desired information or functions to execute. 


3.  Specialized  services  -  Components  performing  tasks  related  to  only  specific 
 problem area. 


4.  Specialized databases - Each specialized service has its own database which is 
 similarly dedicated to only one problem area. 



2.4 Testing 


Testing of software is a method where we access whether the product meets the predefined 
 expected requirements or metrics (IBM, 2019). There are many ways, how software tests 
 can  be  differentiated,  for  example  software  testing  oriented  website 
 www.softwaretestinghelp.com lists almost 50 of them (softwaretestinghelp.com, 2021b). In 
 this  work  we  will  use  only  a  small  subset  of  them  and  those  we  will  now  define.  The 
 definitions used here are formed from information gathered on the mentioned website. 


Most of the tests discussed here are written by a programmer, therefore fall into the category 
 of automated  tests.  The  purpose  of  automated  tests  is  to  perform  a  large  number  of 
 repetitive tasks that would otherwise be very difficult to do manually. 


Unit tests 


These tests are dedicated  to the smallest logical pieces or units of software applications. 


They usually cover a single method in a class and when some method uses outputs from 
 some  other  components,  these  particular  outputs  from  different  components  are  then 
 mocked. One of the primary requirements for a unit test is speed. As there are often run 
 large numbers of unit tests in succession, the total amount of time taken by them needs to 
 be viable. Each test is usually run multiple times during a single release as they are executed 
 in the CD/CI pipelines. 


Integration tests 


Integration testing then covers the combined behavior of several components. That might 
 range from several methods in a single class up to multiple classes or modules. The main 
 objective here is to test the interfaces between separate logical components. 


Similarly, as with unit testing, speed is also an important metric for integration tests. They 
are also executed in the CD/CI pipelines and are, therefore, usually run several times during 
a single release. 
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While the focus of unit and integration tests is on speed, as there are often many of them 
 and they are run multiple times in a single release, regression tests are run just once and 
 their  focus  is  on  thoroughness.  They  test  that  all  the  preceding  functionality  based  on 
 business cases is not broken by unwanted changes in the new release. They are also often 
 verified  by  a  responsible  person  and  any  violations  are  immediately  discussed  with 
 responsible project teams. 


End-to-end tests 


All three of the preceding types of tests were automated. End-to-end (E2E) tests cover the 
 whole system by mimicking the real-world actions of users, like accessing all possible GUI 
 options,  database  access  or  communication  with  other  systems.  Implications  of  work 
 written by Waseem et al. (chapter 2.1.3) summarize that whereas the objectives of unit and 
 integration tests is to verify the functionality and outputs of code pieces and components 
 respectively, the E2E tests verify that the components serve the intended overall goal. 


E2E tests are usually in the hands of project team testers that are sometimes also called 
 Quality Assurance personnel. The role of testers is briefly described in chapter 2.6.3, but as 
 it was described in the limitations of this work (chapter 1), the emphasis in this thesis is 
 focused more on other project roles. 



2.5 Infrastructure 


Regarding the infrastructure, we will limit the discussion in this work to the tools that are 
 needed for managing the deployment process and to the tools that facilitate the function of 
 microservices. That includes builds, deployments, automation testing, and requirements to 
 get the application running. 


2.5.1 CI/CD 


CI/CD  is  an  abbreviation  for  Continuous  Integration  and  Continuous  Delivery.  It  is  a 
 method  of  applying  automation  to  the  process  of  integrating  new  code  into  existing 
 solutions (Red Hat, Inc., 2018). Allowing automation makes the job easier for development 
 and operation teams, especially with frequent releases. 


This method includes a set of partial tools that enables the CI/CD process as a whole. 


The CI/CD  pipeline is  then  process  pathway,  through  which  the  delivery  of  software 
 product goes. That means pathway thru defined CI/CD tools and partial subprocesses (Sia, 
 2020). 


CI servers 


Continuous  integration  servers  are  automation  servers  that  support  building,  deploying, 
and automation testing on software projects  (Humble, 2014). Among the top popular CI 
servers belong Buddy, Jenkins, and TeamCity (Guru99, 2021). 



(25)2.5.2 Version Control 


Version Control (VC) is a system that records changes on a workspace so that they can be 
 recalled later  (Chacon, et al., 2021). Nowadays, the most popular VC systems are Git, CSV 
 and SVN (softwaretesting.com, 2021a). Git is also the preferred tool of the author of this 
 thesis, source codes used in for this work can be found as attachments (Annex L) and also 
 as repositories on the server GitHub. GitHub, GitLab, and Bitbucket are examples of version 
 control servers that allow online storage and versioning of source code. 


VC  tools  can  be  easily  integrated  to  project  management  tools  such  as  JIRA  for  easier 
 management of both project workflow and code.  


2.5.3 Containers 


Container  is  a  software  that  encapsulates  code  and  all  its  dependencies,  allowing  an 
 application to be run smoothly on any computer. The dependencies include system tools, 
 libraries,  and  other  kinds  of  setting  (Docker,  Inc.,  2018).  Among  the  most  popular 
 containerization tools belong Docker, Kubernetes, and RedHat openShift (Bayern, 2019). 


Docker  is  a  platform  for  enabling  containerization,  allowing  creation  and  running  of 
 containers. Tools such as Kubernetes then provide container orchestration by automating 
 the deployment, scheduling or operations of applications inside containers (Sumo Logic, 
 2019). Figure 2.5.3 illustrates a simplifying view on how the Docker container works. 


Figure 2.5.3 Containerized Application, source: (Docker, Inc., 2018) 
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Enterprise  service  bus  is  a  platform  helping  components  in  a  system  to  facilitate  their 
 communication (Churchville, 2021). Components can connect to ESB and use it to exchange 
 messages among each other. ESB stands in the center of application workflow, providing 
 a message queue to handle information exchange. 


ESB can be put in a system as an alternative to microservice API communication, or can 
 work side by side with microservices by allowing them to use its communication exchange 
 function.  One  of  the  challenges  when  using  ESB  is  that  it  does  not  enforce  any 
 communication  standard,  making  path  to  problems  due  to  interface  (payload) 
 inconsistencies in communication between components. 



2.6 Agile projects and project roles 


In this chapter, we will define what an agile development methodology for projects is and 
 what are the essential roles that most of agile projects use in some manner. Since most of 
 all software projects are nowadays following the agile approach (Burger, 2018), we will talk 
 only  about  the  agile  conception  of  projects  in  this  work.  There  are,  however,  also  other 
 project models, such as classical Waterfall model (ProjectManager.com, Inc., 2021). 


2.6.1 Agile methodology 


Agile software development methodology is a technique of software development.  As the 
 name suggests, the main principle is to be as fast as flexible as possible (tryqa.com, 2014).  


That involves having short iterations – Sprints – after which predefined functionalities are 
 developed and delivered. 


To  better  illustrate  the  contrast  of  iterations  in  Agile  methodology  with  the  classical 
Waterfall, see following figures 2.1.1 and 2.2.2. 
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 Figure 2.6.1. Waterfall project stages, source: (tryqa.com, 2014) 


Figure 2.6.2. Agile methodology project project stages, source: (tryqa.com, 2014) 
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To be able to summarize the principles of Agile Software Development, a manifesto was 
 written (Beck, et al., 2001). It states:  


“We are uncovering better ways of developing software by doing it and helping others do it. 


Through this work we have come to value: 


Individuals and interactions over processes and tools 
 Working software over comprehensive documentation 
 Customer collaboration over contract negotiation 
 Responding to change over following a plan 


That is, while there is value in the items on the right, we value the items on the left more.” 


2.6.2 Project milestone, Scrum and Epics 


As  was  already  mentioned  in  the  analysis  of  work  of  Sunmola  (chapter  2.1.5), project 
 milestone is a tool used by project management to better monitor and access progress on 
 a project. In the mentioned work, we have seen that there are many types of milestones that 
 can be used in combination on a project. 


Scrum  is  a  framework  helping  professionals  to  solve  complex  problems  involved  in 
 development and delivery of products (scrum.org, 2021c). The base Scrum-specific project 
 team roles are Scrum Master, Product Owner, and developers. There are also many other 
 roles included in a team following Scrum, but these are the same as on any other type of 
 software development methodology – business analysts, testers, etc. Scrum uses iterations 
 called Sprints that last generally from two to four weeks. Planned work for each Sprint is 
 taken  from  a  list  of  all  needed  changes  called Product  Backlog  and  put  into Sprint 
 Backlog. 


In Agile, the term Epic is generally use to describe a large block of work that needs to be 
 further processed into user stories (Sinha, 2019). Epics help teams to break down their work 
 while they progressively continue towards a bigger goal. 


2.6.3 Project Roles on Agile projects 


Here, we will define what roles are often present on agile projects, as we will often mention 
 them in next chapters. 


Scrum Master 


The  Scrum  master  is  the  leader  of  a  Scrum  team  and  is  responsible  for  championing  a 
project, providing guidance to the team and product owner, and ensuring all agile practices 
are followed by team members. (Scrum.org, 2021b) 



(29)Product Owner 


Product Owner (PO) is a professional responsible for setting, prioritizing, and accepting the 
 work generated by a team in order to ensure the most valuable and proper functionality of 
 the  product.  As  Product  Owner,  you  will  gather  feature  requests,  schedule  releases  and 
 coordinates sprints. (Scrum.org, 2021a) 


Chapter Lead 


Leads  a  chapter  of  squad  members  by  guiding  'how-to'  work  and  their  professional 
 development. Tribe Performance Lead – Owns the tribe/tech area backlog, working closely 
 with. other leads to prioritize and allocate work. 


Solution Architect 


The main responsibility of a solution architect is to design solutions based on inputs in the 
 form of business requirements and evaluate these requirements while considering aspects 
 such as infrastructure for example. 


Enterprise Architect 


Enterprise architects work on defining the overall company IT direction by analyzing the 
 current standards and recommendation, evaluating whether solutions comply with both the 
 enterprise  and  business  standards,  and  evaluating  the  viability  of  architectures  in  the 
 company (study.com, 2020). 


DevOps 


The  role  of  DevOps  essentially  describes  engineers  specialized  in  operations  and 
 development in Agile Methodology, participating in the entire service lifecycle   (Mueller, 
 2019). 


Software Developer 


Developers  are  the  elementary  technical  operatives  that  develop  and  test  software 
 applications of all kinds. Their responsibilities also include quality monitoring and taking 
 care of up-to-date technical documentation (Doyle, 2020). 


Scrum Master 


Scrum  masters  are  responsible  for  establishing  Scrum  on  a  project  and  for  assuring  his 
 effectiveness  while  established.  They  work  as  couches  of  Scrum  development  teams, 
 enforcing Scrum-related ceremonies, activities, as well as collaborating with Product Owner 
 and Developers to get planned tasks done (Scrum.org, 2021b). 


Business Analyst 


Business analyst (BA) is a domain expert that helps with breaking down stakeholder use 
 cases into separate features that are then implemented by developers. 


Tester 


Testers  are  responsible  for  assessing  whether  developed  features  meet  the  quality  and 
objectives as planned. Their responsibilities differ depending on projects, sometimes they 
are responsible only for end-to-end and regression testing, other times they also developed 
unit and integration tests (International Software Test Institute, 2021). 
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2.7 Examples of real microservice projects  


In this subchapter, we will learn about two examples of migration to microservices from 
 monolithic system(s). The first case will show MSA solutions as parts of a larger system that 
 obtains their benefits which monoliths could not provide. The second case is then rather a 
 negative one. It illustrates how a small project team was tasked to perform migration to 
 microservices, but the nature of their project did not allow it. 


2.7.1 Netflix 


Netflix is a company that adapted microservices as one of the first and is often mentioned 
 as  one  of  the  leading  examples  in  discussions  about  migration  to  microservices 
 (DreamFactory  Software  Inc.,  2021).  Netflix  started  its  transition  to  microservices 
 gradually, starting from non-customer related aspects up to decoupling of sign-ups, move 
 selection etc. Today, Netflix has over 500 microservices that handle over 2 billion requests 
 per day. 


Following picture shows the complexity of the Netflix microservice system. 


Figure 2.7.1.1 Netflix architecture, source: (Santoli, 2015) 


History 


In August 2008, Netflix was dealt a huge blow after a service outage shutting down its DVD 
 renting  services  for  three  days  (Nguyen,  2020).  The  company  then  realized  the  need  of 
 having infrastructure without any single point of total failure. Consequently, two impactful 
 decisions were made: migration of infrastructure from data centers to public clouds, and 
 replacement  of  their  monolithic  programs  with  microservices.  The  use  of  Amazon  cloud 
 computing  services  (AWS)  hugely  improved  Netflix’s  scalability  and  service  availability. 


Thanks to the migration to MSA, Netflix was by then one of the first major drivers behind 
this approach.  
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Architecture of Netflix is a very complex network of systems. Each of these systems would 
 deserve  a  detailed  description,  but  for  the  purposes  of  this  thesis,  only  parts  related  to 
 microservices will be further discussed. 


Regarding  the  systems,  Netflix  is  based  on  AWS  and  Open  Connect  –  content  delivery 
 network  (CDN).  The  software  architecture  then  consists  of  three  main  parts:  Client, 
 Backend, and CDN. 


•  Client:  any  supported  browser  or  device  that  can  play  Netflix  videos.  Netflix 
 developers its own iOS and Android applications to ensure the best service delivery 
 to the clients. 


•  Backend:  handles  everything  that  is  involving  streaming  videos.  It  includes 
 databases, storages, and business logic microservices. 


•  Open Connect CDN: network of servers optimized for storing and streaming large 
 videos. These servers are placed within networks of internet service providers and 
 internet exchange locations around the world. They are responsible for streaming 
 videos directly to clients. 


The next two discussed sections relate to Netflix cloud architecture. They consist of the 3 
 mentioned parts above. 


Playback Architecture 


After a user clicks on the Play button in a web browser or on a device, a streaming request 
 is sent by Client to Backend and to CDN network of servers. The following diagram depicts 
 the architecture built for video streaming called Playback Architecture: 


Figure 2.7.1.2 Playback architecture of streaming videos, source: (Nguyen, 2020) 


In  this  diagram,  AWS  Backend  systems  –  Playback  Apps,  Steering  Service,  and  Cache 
Control Service – run on MSA.  Their function is deeper discussed in the next section. 



(32)Backend Architecture 


The tasks that Backend systems need to do are numerous. The basic ones include sign up, 
 login,  or  billing;  the  more  complex  tasks  are  then  for  example  video  transcoding  or 
 personalized recommendations.  


Next diagram illustrates the structure and data flow of Netflix Backend. 


Figure 2.7.1.3 Backend architecture, source: (Nguyen, 2020) 


1.  Play request from Client to Backend. Handled by load balancing middleware. 


2.  Forwarding the request to API Gateway Service for purposes of dynamic routing, 
 traffic monitoring, and security. 


3.  API Gateway again forwards the request to API corresponding to a specific activity. 


In this example, Play API was called. 


4.  Play  API  calls  a  microservice  or  a  sequence  of  them  to  fulfill  the  request.  These 
 microservices can be for example Playback Apps service, Steering service or Cache 
 control service from the diagram 2.7.1.2. 


5.  Results from microservices can be cached for critical low latency requests. 


6.  Microservices can save or retrieve data from data storages. 


7.  Microservices  can  send  events  to  Stream  Processing  Pipeline  for  reason  such  as 
 personalized recommendations, business intelligence tasks etc. 


8.  Data  coming  from  Stream  Processing  Pipeline  can  be  persisted  in  various  data 
stores. 
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The main design goals are as follows: 


•  High availability: availability is a metric how many times a response is fulfilled 
 for a request within a specific period of time. It depends on both backend and CDN 
 network of servers to ensure the availability of streaming services. The purpose of 
 certain  microservices  is  to  get  the  list  of  healthy  CDN  servers  in  proximity  to  a 
 specific user. These microservices can response with data in caches in cases when 
 calls to outside services or data storages take too long. 


•  Low  Latency:  streaming  latency  depends  mostly  on  how  quickly  Play  API  can 
 retrieve the list of healthy CDN servers and also on the connection quality between 
 client and a chosen CDN server. 


•  Resilience:  Netflix  wanted  a  system  capable  of  self-recovery  after  failures  or 
 outages. 


•  Scalability: The scalability of Netflix is ensured by three parts: horizontal scaling, 
 parallel execution, and database partitioning. 


Conclusion 


In this example, we saw a use of microservices as an essential part of a much bigger system. 


While readers of this thesis will likely not design systems at this scale, a lesson can be taken 
 of how only a part of solution can be designed using MSA to achieve desired goals.  


2.7.2 Cancelled microservice migration project  


This  example  is  about  a  study  case  of  a  project  team  that  was  told  by  their  technical 
 leadership  to  migrate  from  their  monolithic  solution  into  microservices  (Lemon,  2019). 


After a month of migration planning, however, the team decided to cancel microservices 
 migration and instead refactor their monolith. A member of this team created a study case 
 to share the reasons why a microservice migration is not always the best solution.   


Their product was a UI application, with 4 years of production span, existing over another 
 client’s product. This application had their own custom business rules and communicated 
 frequently with third-party endpoints via backend services. The project team consisted of 
 12 developers split into 2 feature teams. Both teams were responsible for full development 
 of  their  product  and  it  was  common  that  several  developers  were  changing  the  same 
 components for different features at once. One of objectives of their client’s product was to 
 put together multiple disparate workflows of the third-party application together. For this 
 reason, the UI application consisted of many different layers of business logic, including one 
 dedicated to communication with a third-party. 


There  were  multiple  reasons,  why  the  development  team  eventually  decided  to  cancel 
 migration. The most important ones will be discussed in the next sub-sections. 


Difficult monolith breakdown 


Because the product was a 4-year-old monolith grouping together a lot of different business 
logic,  its  pieces  were  deeply  coupled  and  intertwined.  There  was too  much  shared  logic, 
making it impossible to find the natural borders of independent components that could be 



(34)broken into microservices. The proposed solution was then to have the monolith separated 
 into  4  services,  distinguished  by  domain  model  and  sharing  some  common  code.  By 
 breaking down the monolith into microservices by domain and not by business concerns, 
 lead to the problem that any new feature would affect several services at once. This would 
 again hinder the microservice concept of business independency, allowing the benefits such 
 as having more frequent and independent releases or less regression testing. 


Unfitting project team structure 


As their previous two team organization depended on all of the twelve developers working 
 on all parts of the application, keeping this concept would mean that the two teams would 
 be  sharing  development  of  all  four  services.  This  would  again  impede  the  microservice 
 thought of having one specialized team on one service, allowing much faster development. 


Summarizing these first two problems, the author of this study case created a very fitting 
 schema of their situation. 


Figure  2.7.2  the  current  solution,  a  proposed  solution  and  what  a  proper  microservices 
 implementation might look like, source: (Lemon, 2019) 


The left-most image depicts the state at which the team was when they were told to prepare 
 the  migration.  Two  teams  share  a  monolithic  solution  whose  features  even  when 
 overlapping  can  be  meaningfully  assigned  responsible  feature  teams  and  developed  in 
 appropriate components.  


The  middle  image  is  then  their  proposed  solution,  having  a  system  that  author  called 


‘Distributed Monolith’. Features assigned to responsible teams span multiple services and 
 can easily interfere with a service that is already being changed by the other feature team. 


The last image then shows how a proper microservice solutions should look like. Each team 
 is responsible for one or more services that are, however, not in jurisdiction of any other 
 development teams. Features can then be easily assigned to appropriate places.  


Insufficient infrastructure 


It  is  suggested  to  use  certain  tools  when  adopting  Microservices,  such  as  Kubernetes  or 
service buses. Because the development team did not have access to them, they needed to 
even further duplicate shared logic, leading to significant number of duplications across all 



(35)four microservices. Their well-set CI/CD tools would also be needed to be changed in order 
 to accommodate the new services. 


Other reasons 


There were few other issues worth mentioning. The team was given a short time window for 
 finishing the migration, having no extra buffer time to find solutions for the problems they 
 identified. Secondly, there was nobody on the team with prior professional experience with 
 microservice  development.  That  was  especially  problematic  for  setting  up  the  proper 
 infrastructure. And thirdly, even if the project team decided to break their two feature teams 
 into  four  microservice  teams,  there  was  no  guarantee  that  the  flow  of  new  feature 
 requirements would be distributed to each service equally. Leading to the possibility that 
 some teams would be overburdened, while other would be left without work. 


Conclusion 


In the end, the team summed up all concerns that the migration would bring against the 
 benefits they would gain from microservices. Most of theoretical microservice benefits were 
 erased  by  the  necessary  compromises  the  team  needed  to  make  in  order  to  best  adapt 
 microservice approach to their situation. In contrary, there was a very long lists of problems 
 that would arise after or during migration. That and estimated high overhead costs lead to 
 the decision to abandon the migration. 


The author of the study mentioned that starting with microservices many years ago instead 
 of monolith would make it possible. If they had started by restructuring the teams around 
 dedicated  business  concerns  and  then  prepared  the  necessary  infrastructure,  the 
 environment for microservices would be ready. Perhaps given much larger time window 
 and bigger budget, they could achieve it as well by starting from scratch. 


With a lot of analysis done, the team decided to instead use it to improve their monolith. 


They started by breaking their current solution into separate projects within the monolith. 


The separation made the coupling between their components clearer as well as their domain 
model.  This  enabled  the  team  to  better  assess  candidates  for  future  microservices.  If  a 
project would be found to be sufficiently tightly coupled to other projects, it could then be 
taken out of the monolith and developed as a microservice. 
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3 Research method 


To further analyze the aspects of each architecture, a group of experts will be asked a set of 
 questions.  This  chapter  describes  the  research  questions  (chapter  3.1),  design  and 
 realization of the interviews (chapter 3.2), and data analysis of results (chapter 3.4). There 
 are two sets of questions (chapter 3.3), first being dedicated to the Product Owner role and 
 the  other  to  a  grouped  call  Developers,  consisting  of  experts  that  are  either  Senior 
 Developers, Solution Architects, or Enterprise Architects. 


In the first sub-chapter 3.1, researched goal will be defined and together with main research 
 question that will be answered in the final discussion of this thesis. The sub-chapter 3.2 
 briefly describes how interview participants were selected and how the interview process 
 was performed. Afterwards, the two sets of questions will be defined (chapter 3.3), grouped 
 by  the  interviewee  group  they  will  be  given  to.  Lastly,  the  results  of  interview  will  be 
 discussed (chapter 3.4). Initially, how the data analysis process was carried out and then 
 the content of responses itself. 



3.1 Research questions 


Multiple interviews were conducted in order to confirm whether theoretical aspects of each 
 architecture  meet  the  real  work  experience  of  asked  professionals.  Furthermore,  the 
 recorded  answers  might  bring  new  solutions  or  identify  new  problematic  areas  for  the 
 purpose  of  architectural  comparisons  in  the  following  chapter.  Based  on  this  objective, 
 several research questions were prepared to cover both the technical and project prospects. 


Tab. 3.1 Research question and their explanation (source: author) 


Research Questions  Rationale 


RQ1:  How  the  MSA  and  monolithic 
 architecture  are  generally  understood  among 
 practitioners? 


The  interpretation  of  each  architectural  style 
 indicates  the  generic  scenarios  when  one 
 architecture might have a theoretical advantage 
 over  the  other.  Similarly,  respondents  might 
 indicate  situations  where  a  specific 
 architectural  style  might  be  immediately 
 selected or discarded. 


RQ2:  What  differences  are  there  in  projects 
 when using different architectures according to 
 practitioners? 


This  question  includes  the  tasks  of  Product 
Owners as well as the social and organizational 
aspects on projects. The perspective needs to be 
also  enriched  with  the  view  of  developers  and 
architects, in order to have fuller picture of their 
experience for the comparison. 
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